**PRACTICAL - 5**

**AIM: Displaying data from Multiple Tables (join)**

**THEORY:**

**JOIN IN SQL**

SQL Join is used to fetch data from two or more tables, which is joined to appear as single set of data. SQL Join is used for combining column from two or more tables by using values common to both tables. **Join** Keyword is used in SQL queries for joining two or more tables.

**DIFFERENT TYPES OF JOIN**

* (INNER) JOIN: Select records that have matching values in both tables.
* LEFT (OUTER) JOIN: Select records from the first (left-most) table with matching right table records.
* RIGHT (OUTER) JOIN: Select records from the second (right-most) table with matching left table records.
* FULL (OUTER) JOIN: Selects all records that match either left or right table records.

All INNER and OUTER keywords are optional.

**INNER JOIN (SIMPLE JOIN)**

It is the most common type of SQL join. SQL INNER JOINS return all rows from multiple tables where the join condition is met.

**Syntax:**

SELECT COLUMN-NAMES FROM TABLE-NAME1 JOIN TABLE-NAME2 ON COLUMN-NAME1 = COLUMN-NAME2 WHERE CONDITION

**Visual Illustration:**

In this visual diagram, the SQL INNER JOIN returns the shaded area:
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The SQL INNER JOIN would return the records where *table1* and *table2* intersect.

**Example:**

We have a table called *customers* with the following data:

|  |  |  |  |
| --- | --- | --- | --- |
| **customer\_id** | **last\_name** | **first\_name** | **favorite\_website** |
| 4000 | Jackson | Joe | techonthenet.com |
| 5000 | Smith | Jane | digminecraft.com |
| 6000 | Ferguson | Samantha | bigactivities.com |
| 7000 | Reynolds | Allen | checkyourmath.com |
| 8000 | Anderson | Paige | NULL |
| 9000 | Johnson | Derek | techonthenet.com |

And a table called *orders* with the following data:

|  |  |  |
| --- | --- | --- |
| **order\_id** | **customer\_id** | **order\_date** |
| 1 | 7000 | 2016/04/18 |
| 2 | 5000 | 2016/04/18 |
| 3 | 8000 | 2016/04/19 |
| 4 | 4000 | 2016/04/20 |
| 5 | NULL | 2016/05/01 |

Enter the following SQL statement:

SELECT CUSTOMERS.CUSTOMER\_ID, ORDERS.ORDER\_ID, ORDERS.ORDER\_DATEFROM CUSTOMERS INNER JOIN ORDERSON CUSTOMERS.CUSTOMER\_ID = ORDERS.CUSTOMER\_IDORDER BY CUSTOMERS.CUSTOMER\_ID;

There will be 4 records selected. These are the results that you should see:

|  |  |  |
| --- | --- | --- |
| customer\_id | order\_id | order\_date |
| 4000 | 4 | 2016/04/20 |
| 5000 | 2 | 2016/04/18 |
| 7000 | 1 | 2016/04/18 |
| 8000 | 3 | 2016/04/19 |

This example would return all rows from the *customers* and *orders* tables where there is a matching *customer\_id* value in both the *customers* and *orders* tables.

The rows where *customer\_id* is equal to 6000 and 9000 in the *customers* table would be omitted, since they do not exist in both tables. The row where the *order\_id* is 5 from the *orders* table would be omitted, since the *customer\_id* of NULL does not exist in the *customers* table.

**Old Syntax**

The above query be rewritten using the older implicit syntax as follows

SELECT CUSTOMERS.CUSTOMER\_ID, ORDERS.ORDER\_ID, ORDERS.ORDER\_DATEFROM CUSTOMERS, ORDERSWHERE CUSTOMERS.CUSTOMER\_ID = ORDERS.CUSTOMER\_IDORDER BY CUSTOMERS.CUSTOMER\_ID;

OR

SELECT C.CUSTOMER\_ID, O.ORDER\_ID, O.ORDER\_DATEFROM CUSTOMERS C, ORDERS O WHERE C.CUSTOMER\_ID = O.CUSTOMER\_ID ORDER BY C.CUSTOMER\_ID;

**LEFT (OUTER) JOIN**

This type of join returns all rows from the LEFT-hand table specified in the ON condition and **only** those rows from the other table where the joined fields are equal (join condition is met).

**Syntax:**

SELECT COLUMNSFROM TABLE1LEFT [OUTER] JOIN TABLE2ON TABLE1.COLUMN = TABLE2.COLUMN;

In some databases, the OUTER keyword is omitted and written simply as LEFT JOIN.

**Visual Illustration:**

In this visual diagram, the SQL LEFT OUTER JOIN returns the shaded area:
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The SQL LEFT OUTER JOIN would return the all records from *table1* and only those records from *table2* that intersect with *table1*.

**Example:**

Using the same *customers* table as the previous example:

|  |  |  |  |
| --- | --- | --- | --- |
| **customer\_id** | **last\_name** | **first\_name** | **favorite\_website** |
| 4000 | Jackson | Joe | techonthenet.com |
| 5000 | Smith | Jane | digminecraft.com |
| 6000 | Ferguson | Samantha | bigactivities.com |
| 7000 | Reynolds | Allen | checkyourmath.com |
| 8000 | Anderson | Paige | NULL |
| 9000 | Johnson | Derek | techonthenet.com |

And the *orders* table with the following data:

|  |  |  |
| --- | --- | --- |
| **order\_id** | **customer\_id** | **order\_date** |
| 1 | 7000 | 2016/04/18 |
| 2 | 5000 | 2016/04/18 |
| 3 | 8000 | 2016/04/19 |
| 4 | 4000 | 2016/04/20 |
| 5 | NULL | 2016/05/01 |

Enter the following SQL statement:

SELECT CUSTOMERS.CUSTOMER\_ID, ORDERS.ORDER\_ID, ORDERS.ORDER\_DATE FROM CUSTOMERS LEFT OUTER JOIN ORDERSON CUSTOMERS.CUSTOMER\_ID = ORDERS.CUSTOMER\_IDORDER BY CUSTOMERS.CUSTOMER\_ID;

There will be 6 records selected. These are the results that you should see:

|  |  |  |
| --- | --- | --- |
| **customer\_id** | **order\_id** | **order\_date** |
| 4000 | 4 | 2016/04/20 |
| 5000 | 2 | 2016/04/18 |
| 6000 | NULL | NULL |
| 7000 | 1 | 2016/04/18 |
| 8000 | 3 | 2016/04/19 |
| 9000 | NULL | NULL |

This LEFT OUTER JOIN example would return all rows from the *customers* table and only those rows from the *orders* table where the joined fields are equal.

If a *customer\_id* value in the *customers* table does not exist in the *orders* table, all fields in the *orders* table will display as NULL in the result set. As you can see, the rows where *customer\_id* is 6000 and 9000 would be included with a LEFT OUTER JOIN but the *order\_id* and *order\_date* fields display NULL.

**RIGHT (OUTER) JOIN**

Another type of join is called a SQL RIGHT OUTER JOIN. This type of join returns all rows from the RIGHT-hand table specified in the ON condition and **only** those rows from the other table where the joined fields are equal (join condition is met).

**Syntax:**

The syntax for the RIGHT OUTER JOIN in SQL is:

SELECT COLUMNSFROM TABLE1RIGHT [OUTER] JOIN TABLE2ON TABLE1.COLUMN = TABLE2.COLUMN;

In some databases, the OUTER keyword is omitted and written simply as RIGHT JOIN.

**Visual Illustration:**

In this visual diagram, the SQL RIGHT OUTER JOIN returns the shaded area:
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The SQL RIGHT OUTER JOIN would return the all records from *table2* and only those records from *table1* that intersect with *table2*.

**Example:**

Using the same *customers* table as the previous example:

|  |  |  |  |
| --- | --- | --- | --- |
| **customer\_id** | **last\_name** | **first\_name** | **favorite\_website** |
| 4000 | Jackson | Joe | techonthenet.com |
| 5000 | Smith | Jane | digminecraft.com |
| 6000 | Ferguson | Samantha | bigactivities.com |
| 7000 | Reynolds | Allen | checkyourmath.com |
| 8000 | Anderson | Paige | NULL |
| 9000 | Johnson | Derek | techonthenet.com |

And the *orders* table with the following data:

|  |  |  |
| --- | --- | --- |
| **order\_id** | **customer\_id** | **order\_date** |
| 1 | 7000 | 2016/04/18 |
| 2 | 5000 | 2016/04/18 |
| 3 | 8000 | 2016/04/19 |
| 4 | 4000 | 2016/04/20 |
| 5 | NULL | 2016/05/01 |

Enter the following SQL statement:

SELECT CUSTOMERS.CUSTOMER\_ID, ORDERS.ORDER\_ID, ORDERS.ORDER\_DATE FROM CUSTOMERS RIGHT OUTER JOIN ORDERSON CUSTOMERS.CUSTOMER\_ID = ORDERS.CUSTOMER\_IDORDER BY CUSTOMERS.CUSTOMER\_ID;

There will be 5 records selected. These are the results that you should see:

|  |  |  |
| --- | --- | --- |
| **customer\_id** | **order\_id** | **order\_date** |
| NULL | 5 | 2016/05/01 |
| 4000 | 4 | 2016/04/20 |
| 5000 | 2 | 2016/04/18 |
| 7000 | 1 | 2016/04/18 |
| 8000 | 3 | 2016/04/19 |

This RIGHT OUTER JOIN example would return all rows from the *orders* table and only those rows from the *customers* table where the joined fields are equal.

If a *customer\_id* value in the *orders* table does not exist in the *customers* table, all fields in the *customers* table will display as NULL in the result set. As you can see, the row where *order\_id* is 5 would be included with a RIGHT OUTER JOIN but the *customer\_id* field displays NULL.

**FULL (OUTER) JOIN**

Another type of join is called a SQL FULL OUTER JOIN. This type of join returns all rows from the LEFT-hand table and RIGHT-hand table with NULL values in place where the join condition is not met.

**Syntax:**

The syntax for the SQL **FULL OUTER JOIN** is:

SELECT COLUMNSFROM TABLE1FULL [OUTER] JOIN TABLE2ON TABLE1.COLUMN = TABLE2.COLUMN;

In some databases, the OUTER keyword is omitted and written simply as FULL JOIN.

**Visual Illustration:**

In this visual diagram, the SQL FULL OUTER JOIN returns the shaded area:

![SQL](data:image/gif;base64,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)

The SQL FULL OUTER JOIN would return the all records from both *table1* and *table2*.

**Example:**

Using the same *customers* table as the previous example:

|  |  |  |  |
| --- | --- | --- | --- |
| **customer\_id** | **last\_name** | **first\_name** | **favorite\_website** |
| 4000 | Jackson | Joe | techonthenet.com |
| 5000 | Smith | Jane | digminecraft.com |
| 6000 | Ferguson | Samantha | bigactivities.com |
| 7000 | Reynolds | Allen | checkyourmath.com |
| 8000 | Anderson | Paige | NULL |
| 9000 | Johnson | Derek | techonthenet.com |

And the *orders* table with the following data:

|  |  |  |
| --- | --- | --- |
| **order\_id** | **customer\_id** | **order\_date** |
| 1 | 7000 | 2016/04/18 |
| 2 | 5000 | 2016/04/18 |
| 3 | 8000 | 2016/04/19 |
| 4 | 4000 | 2016/04/20 |
| 5 | NULL | 2016/05/01 |

Enter the following SQL statement:

SELECT CUSTOMERS.CUSTOMER\_ID, ORDERS.ORDER\_ID, ORDERS.ORDER\_DATEFROM CUSTOMERS FULL OUTER JOIN ORDERSON CUSTOMERS.CUSTOMER\_ID = ORDERS.CUSTOMER\_IDORDER BY CUSTOMERS.CUSTOMER\_ID;

There will be 7 records selected. These are the results that you should see:

|  |  |  |
| --- | --- | --- |
| **customer\_id** | **order\_id** | **order\_date** |
| NULL | 5 | 2016/05/01 |
| 4000 | 4 | 2016/04/20 |
| 5000 | 2 | 2016/04/18 |
| 6000 | NULL | NULL |
| 7000 | 1 | 2016/04/18 |
| 8000 | 3 | 2016/04/19 |
| 9000 | NULL | NULL |

This FULL OUTER JOIN example would return all rows from the *orders* table and all rows from the *customers* table. Whenever the joined condition is not met, a NULL value would be extended to those fields in the result set. This means that if a *customer\_id* value in the *customers* table does not exist in the *orders* table, all fields in the *orders* table will display as NULL in the result set. Also, if a *customer\_id* value in the *orders* table does not exist in the *customers* table, all fields in the *customers* table will display as NULL in the result set.

As you can see, the rows where the *customer\_id* is 6000 and 9000 would be included but the *order\_id* and *order\_date* fields for those records contains a NULL value. The row where the *order\_id* is 5 would be also included but the *customer\_id* field for that record has a NULL value.

**PROGRAM EXECUTION:**

**Creating Tables:**

To create table Department:

|  |
| --- |
| C:\Users\Desktop\Desktop\photo\DEPARTMENT.PNG  C:\Users\Desktop\Desktop\photo\DEPATMENT_VALUE.PNG |

**Inserting Data into Tables:**

Insert Data in Employee:

|  |
| --- |
| 1  2 |

**Queries to be performed:**

* 1. Give details of customers ANIL.

|  |
| --- |
| SELECT D.ACTNO,D.CNAME,D.BNAME,D.AMOUNT,D.ADATE, C.CITY FROM DEPOSIT D JOIN CUSTOMER C ON D.CNAME=’ANIL’; |

**Output:**

|  |
| --- |
| C:\Users\Desktop\Desktop\photo\P1.PNG |

* 1. Give name of customer who are borrowers and depositors and having living city nagpur.

|  |
| --- |
| SELECT D.CNAME,C.CITY,B.LOAN\_NO FROM DEPOSIT D JOIN CUSTOMER C ON D.CNAME=C.CNAME JOIN BORROW B ON C.CNAME=B.CNAME WHERE C.CITY=’NAGPUR’; |

**Output:**

|  |
| --- |
| C:\Users\Desktop\Desktop\photo\P2.PNG |

* 1. Give city as their city name of customers having same living branch.

|  |
| --- |
| SELECT C.CNAME,C.CITY FROM CUSTOMER C JOIN DEPOSIT D ON D.CNAME=C.CNAME; |

**Output:**

|  |
| --- |
| C:\Users\Desktop\Desktop\photo\P3.PNG |

* 1. Write a query to display the last name, department number, and department name for all employees.

|  |
| --- |
| SELECT E.NAME,D.DEPTNO,D.DNAME FROM EMPLOYEE1 E LEFT JOIN DEPARTMENT D ON E.DEPTNO=D.DEPTNO; |

**Output:**

|  |
| --- |
| C:\Users\Desktop\Desktop\photo\P4.PNG |

* 1. Create a unique listing of all jobs that are in department 30. Include the location of the department in the output.

|  |
| --- |
| SELECT DISTINCT E.JOB,D.LOC FROM EMPLOYEE1 E JOIN DEPARTMENT D ON E.DEPTNO=D.DEPTNO WHERE E.DEPTNO=30; |

**Output:**

|  |
| --- |
| C:\Users\Desktop\Desktop\photo\P5.PNG |

* 1. Write a query to display the employee name, department number, and department name for all employees who work in NEW YORK.

|  |
| --- |
| SELECT E.NAME,D.DEPTNO,D.DNAME,D.LOC FROM EMPLOYEE1 E JOIN DEPARTMENT D ON E.DEPTNO=D.DEPTNO WHERE D.LOC=’NEW YORK’; |

**Output:**

|  |
| --- |
| **C:\Users\Desktop\Desktop\photo\P6.PNG** |

* 1. Display the employee last name and employee number along with their manager’s last name and manager number. Label the columns Employee, Emp#, Manager, and Mgr#, respectively.

|  |
| --- |
| SELECT E1.NAME “EMPLOYEE”,E1.EMPNO “EMP#”,E1.MGR “MGR#”,E2.NAME “MANAGER” FROM EMPLOYEE1 E1 LEFT OUTER JOIN EMPLOYEE1 E2 ON E1.MGR=E2.EMPNO; |

**Output:**

|  |
| --- |
| **C:\Users\Desktop\Desktop\photo\P7.PNG** |

* 1. Create a query to display the name and hire date of any employee hired after employee SCOTT**.**

|  |
| --- |
| SELECT A.NAME,A.HIREDATE FROM EMPLOYEE1 A JOIN EMPLOYEE1 B ON A.HIREDATE>B.HIREDATE WHERE B.NAME=”SCOTT”; |

**Output:**

|  |
| --- |
| C:\Users\Desktop\Desktop\photo\P8.PNG |

**VIVA QUESTIONS:**

* **You want to display a result query from joining two tables with 20 and 10 rows respectively. Erroneously you forget to write the WHERE clause. What would be the result?**
* The Cartesian product of two tables with 20 x 10 = 200 rows.
* **What is the difference between cross joins and natural joins?**
* Natural Join joins two tables based on same attribute name and datatypes. The resulting table will contain all the attributes of both the tables but only one copy of each common column.
* Cross Join will produce cross or Cartesian product of two tables if there is no condition specifies. The resulting table will contain all the attributes of both the tables including duplicate or common columns also.